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**Week 5: Ethical Hacking & Exploiting Vulnerabilities**

**1. Reconnaissance & Enumeration**

**Tools Used**

* Kali Linux, SQLMap, Burp Suite, Nikto, OWASP ZAP, Gobuster

**WhatWeb & Dirb Scan Summary**

* Technologies identified: Node.js, MongoDB, Express
* Sensitive directories discovered: /admin, /login, /profile

**Nikto Results**

* Missing: X-Frame-Options, X-Content-Type-Options
* Insecure cookies (no HttpOnly or Secure flags)

**2. SQL Injection Testing & Mitigation**

**SQLMap Results**

* SQLi detected in userName (login) and symbol (search)
* Authentication bypass confirmed
* Extracted databases: nodegoat, admin, test

**Remediation**

* Replaced vulnerable string queries with parameterized queries
* Added input validation and sanitization layer

Example Secure Code:

const user = await db.collection('users').findOne({ userName: { $eq: userName } });

**3. CSRF Protection Implementation**

**Burp Suite Test Results**

* Before: State-changing CSRF request succeeded
* After: All attempts blocked with 403 errors

**Middleware Configuration:**

const csrf = require('csurf');

app.use(csrf({

cookie: {

httpOnly: true,

secure: true,

sameSite: 'strict'

}

}));

**GitHub & Documentation**

* Repository: [nodegoat-security-hardened](https://github.com/your-username/nodegoat-security-hardened)
* 23+ security-focused commits
* ESLint security rules applied
* README.md updated with all configurations

**Performance Metrics Post-Hardening**

| **Metric** | **Before** | **After** | **Change** |
| --- | --- | --- | --- |
| Response Time | 245 ms | 267 ms | +9% |
| Memory Usage | 68 MB | 74 MB | +8.8% |
| CPU Utilization | 15% | 18% | +20% |

**Conclusion:** Minor performance cost for major security gains is justified.